# 第16章 反射

本章将会深入介绍Java类的加载、连接和初始化的知识，并重点介绍Java反射相关的内容，接下来的学习，你可能会感觉比较底层，但是掌握这些底层的运行原理会让读者对Java程序的运行有更好的把握。

## 16.1 类的加载、连接和初始化

当程序主动使用某个类时，如果该类还未被加载到内存中，系统会通过加载、连接、初始化三个步骤来对该类进行初始化，如果没有意外，JVM将会连续完成这三个步骤，所以有时也把这三个步骤统称为。
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### 16.1.1 类的加载

系统可能在第一次使用某个类时加载该类，但也可能采用预先加载机制来预加载某个类，不管怎样，类的加载必须由类加载器完成，类加载器通常由JVM提供，由JVM提供的这些类加载器通常被称为系统类加载器。除此之外，开发者可以通过继承ClassLoader基类来创建自己的类加载器。

通过使用不同的类加载器，可以从不同来源加载类的二进制数据，通常有如下几种来源：

1）从本地系统直接读取.class文件，这是绝大部分类的加载方法；

2）从zip，jar等归档文件中加载.class文件，这种方式也是很常见的；

3）通过网络下载.class文件或数据

4）从专有数据库中提取.class数据

5）将Java源文件数据上传到服务器中动态编译为.class数据，并执行加载；

但是，不管类的字节码内容从哪里加载，加载的结果都一样，这些字节码内容加载到内存后，都会将这些静态数据转换成方法区的运行时数据结构，然后生成一个代表这个类的java.lang.Class对象，作为方法区中类数据的访问入口（即引用地址），所有需要访问和使用类数据只能通过这个Class对象。

### 16.1.2 类的连接

当类被加载之后，系统为之生成一个对应的Class对象，接着将会进入连接阶段，连接阶段将会负责把类的二进制数据合并到JVM的运行状态之中。类连接又可以分为如下三个阶段：

1. 验证：确保加载的类信息符合JVM规范，例如：以cafe开头，没有安全方面的问题
2. 准备：正式为类变量（static）分配内存并设置类变量**默认**初始值的阶段，这些内存都将在方法区中进行分配
3. 解析：虚拟机常量池内的符号引用（常量名）替换为直接引用（地址）的过程

### 16.1.3 类的初始化

类的初始化主要就是对静态的类变量进行初始化：

1. 执行类构造器<clinit>()方法的过程。类构造器<clinit>()方法是由编译期自动收集类中所有类变量的显式赋值动作和静态代码块中的语句合并产生的。（类构造器是构造类信息的，不是构造该类对象的构造器）
2. 当初始化一个类的时候，如果发现其父类还没有进行初始化，则需要先触发其父类的初始化
3. 虚拟机会保证一个类的<clinit>()方法在多线程环境中被正确加锁和同步

|  |
| --- |
| **package** com.atguigu.loader.init;  **class** Base{  **private** **static** **int** *a* = *getNum*();  **static**{  ++*a*;  System.***out***.println("(2)a = " + *a*);  }  **static**{  ++*a*;  System.***out***.println("(3)a = " + *a*);  }  **public** **static** **int** getNum(){  System.***out***.println("(1)a = " + *a*);  **return** 1;  }  }  **class** TestClinit **extends** Base{  **private** **static** **int** *b* = *getNum*();  **static**{  ++*b*;  System.***out***.println("(5)b = " + *b*);  }  **static**{  ++*b*;  System.***out***.println("(6)b = " + *b*);  }  **public** **static** **int** getNum(){  System.***out***.println("(4)b = " + *b*);  **return** 1;  }  **public** **static** **void** main(String[] args) {    }  } |
| 以上代码运行结果：  (1)a = 0  (2)a = 2  (3)a = 3  (4)b = 0  (5)b = 2  (6)b = 3 |

虽然类的加载大多数时候和类初始化是一气呵成的，但其实类的加载不一定就会触发类的初始化，当Java程序**首次**通过下面6种方式来使用某个类时，系统就会初始化该类：

* 会发生类的初始化：
  + 当虚拟机启动，先初始化main方法所在的类
  + new一个类的对象
  + 调用该类的静态变量（final的常量除外）和静态方法
  + 使用java.lang.reflect包的方法对类进行反射调用
  + 当初始化一个类，如果其父类没有被初始化，则先会初始化他的父类

|  |
| --- |
| **package** com.atguigu.loader.init;  //当虚拟机启动，先初始化main方法所在的类  **public** **class** A {  **static**{  System.***out***.println("init...A");  }  **public** **static** **void** main(String[] args) {    }  } |
| **package** com.atguigu.loader.init;  //new一个类的对象  **class** B{  **static**{  System.***out***.println("init...B");  }  }  **public** **class** TestB{  **public** **static** **void** main(String[] args) {  **new** B();  }  } |
| **package** com.atguigu.loader.init;  //调用该类的静态变量（final的常量除外）和静态方法  **class** C{  **static**{  System.***out***.println("init...C");  }  **public** **static** **void** test(){  }  }  **public** **class** TestC {  **public** **static** **void** main(String[] args) {  C.*test*();  }  } |
| **package** com.atguigu.loader.init;  //调用该类的静态变量（final的常量除外）和静态方法  **class** C{  **public** **static** **int** *num* = 10;  **static**{  System.***out***.println("init...C");  }  }  **public** **class** TestC {  **public** **static** **void** main(String[] args) {  System.***out***.println(C.*num*);  }  } |
| **package** com.atguigu.loader.init;  //使用java.lang.reflect包的方法对类进行反射调用  **class** D{  **static**{  System.***out***.println("init...D");  }  }  **public** **class** TestD {  **public** **static** **void** main(String[] args) **throws** ClassNotFoundException {  ClassLoader cl = ClassLoader.*getSystemClassLoader*();  cl.loadClass("com.atguigu.loader.D");//该句不会造成类初始化，只是加载类  System.***out***.println("类加载已完成...");  Class.*forName*("com.atguigu.loader.D");//会导致类初始化  }  } |
| **package** com.atguigu.loader.init;  //当初始化一个类，如果其父类没有被初始化，则先会初始化他的父类  **class** EBase{  **static**{  System.***out***.println("父类初始化");  }  }  **public** **class** TestE **extends** EBase {  **static**{  System.***out***.println("子类初始化");  }  **public** **static** **void** main(String[] args) {  }  } |

* 不会发生类的初始化：
  + 引用静态常量不会触发此类的初始化（常量在链接阶段就存入调用类的常量池中了）
  + 当访问一个静态域时，只有真正声明这个域的类才会被初始化
    - 当通过子类引用父类的静态变量，不会导致子类初始化
  + 通过数组定义类引用，不会触发此类的初始化

|  |
| --- |
| **package** com.atguigu.loader.init;  //引用静态常量不会触发此类的初始化  **class** NBase{  **public** **static** **final** **int** ***MAX\_VALUE*** = 100;  **static**{  System.***out***.println("父类初始化");  }  }  **class** NSub **extends** NBase{  **static**{  System.***out***.println("子类初始化");  }  }  **public** **class** TestNoInitialize {  **public** **static** **void** main(String[] args) {  System.***out***.println(NSub.***MAX\_VALUE***);  System.***out***.println(NBase.***MAX\_VALUE***);  }  } |
| **package** com.atguigu.loader.init;  //当访问一个静态域时，只有真正声明这个域的类才会被初始化  // 当通过子类引用父类的静态变量，不会导致子类初始化  **class** NBase{  **public** **static** **int** *num* = 10;  **static**{  System.***out***.println("父类初始化");  }  }  **class** NSub **extends** NBase{  **static**{  System.***out***.println("子类初始化");  }  }  **public** **class** TestNoInitialize {  **public** **static** **void** main(String[] args) {  System.***out***.println(NSub.*num*);  }  } |
| //通过数组定义类引用，不会触发此类的初始化  NSub[] arr = **new** NSub[5]; |

## 16.2 类加载器

很多开发人员都遇到过java.lang.ClassNotFoundException或java.lang.NoClassDefError，想要更好的解决这类问题，或者在一些特殊的应用场景，比如需要支持类的动态加载或需要对编译后的字节码文件进行加密解密操作，那么需要你自定义类加载器，因此了解类加载器及其类加载机制也就成了每一个Java开发人员的必备技能之一。

### 16.2.1 四种类加载器

Java的类加载器由如下四种：

1. 引导类加载器（Bootstrap Classloader）：又称为根类加载器

它负责加载Java的核心库（JAVA\_HOME/jre/lib/rt.jar等或sun.boot.class.path路径下的内容），是用原生代码（C/C++）来实现的，并不继承自java.lang.ClassLoder，所以通过Java代码获取引导类加载器对象将会得到null。

1. 扩展类加载器（Extension ClassLoader）

它由sun.misc.Launcher$ExtClassLoader实现，是java.lang.ClassLoader的子类，负责加载Java的扩展库（JAVA\_HOME/jre/ext/\*.jar或java.ext.dirs路径下的内容）。

1. 应用程序类加载器（Application Classloader）

它由sun.misc.Launcher$AppClassLoader实现，是java.lang.ClassLoader的子类，负责加载Java应用程序类路径（classpath、java.class.path）下的内容。

1. 自定义类加载器

开发人员可以通过继承java.lang.ClassLoader类的方式实现自己的类加载器，以满足一些特殊的需求，例如对字节码进行加密来避免class文件被反编译，或者加载特殊目录下的字节码数据。

### 16.2.2 经典委托模式

类加载器负责加载所有的类，系统为所有被载入内存中的类生成一个java.lang.Class实例。一旦一个类被载入JVM中，同一个类就不会被再次载入了。

那么，怎么样算是“同一个类”呢？在JVM中，一个类用其全限定类名和其类加载器作为其唯一标识。换句话说，同一个类如果用两个类加载器分别加载，JVM将视为“不同的类”，它们互不兼容。

那么，我们的类加载器在执行类加载任务的时候，如何确保一个类的全局唯一性呢？Java虚拟机的设计者们通过一种称之为“双亲委派模型（Parent Delegation Model）”的委派机制来约定类加载器的加载机制。

按照双亲委派模型的规则，除了引导类加载器之外，程序中的每一个类加载器都应该拥有一个超类加载器，比如：ExtClassLoader的超类加载器是引导类加载器，而AppClassLoader的超类加载器是ExtClassLoader，而自定义类加载器的超类就是AppClassLoader。
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那么当一个类加载器接收到一个类加载任务的时候，它并不会立即展开加载，先检测此类是否加载过，即在方法区寻找该类对应的Class对象是否存在，如果存在就是已经加载过了，直接返回该Class对象，否则会将加载任务委派给它的超类加载器去执行，每一层的类加载器都采用相同的方式，直至委派给最顶层的启动类加载器为止，如果超类加载器无法加载委派给它的类时，便会将类的加载任务退回给它的下一级类加载器去执行加载，如果所有的类加载器都加载失败，就会报java.lang.ClassNotFoundException或java.lang.NoClassDefFoundError。
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在此大家需要注意，由于Java虚拟机规范并没有要求类加载器的加载机制一定要使用双亲委托模式，只是建议采用这种方式而已。比如在Tomcat中，类加载器所采用的加载机制就和传统的双亲委派模型有一定区别，当缺省的类加载器就接收到一个类的加载任务时，首先会由它自行加载，当它加载失败时，才会将类的加载任务委派给它的超类加载器去执行，这同时也是Servlet规范推荐的一种做法。

说明：数组类型本身并不是由类加载器负责创建，而是由JVM在运行时根据需要而直接创建的，但数组的元素类型仍然需要依靠类加载器去创建。因此，JVM会把数组元素类型的类加载器记录为数组类型的类加载器。

### 16.2.3 java.lang.ClassLoader

ClassLoader 类是一个抽象类，ClassLoader的相关方法：

* public final ClassLoader getParent()：返回委托的父类加载器。一些实现可能使用 null 来表示引导类加载器。
* public static ClassLoader getSystemClassLoader()：返回委托的系统类加载器。
* public Class<?> loadClass(String name)：使用指定的二进制名称（类的全限定名）来加载类。例如：java.lang.String，注意内部类的名称：匿名内部类（外部类的全限定名$编号）、局部内部类（外部类的全限定名$编号+类名）、成员/静态内部类（外部类的全限定名$+类名）。
* protected Class<?> findClass(String name)：使用指定的二进制名称（类的全限定名）来查找类。此方法应该被类加载器的实现重写，该实现按照委托模型来加载类。在通过父类加载器检查所请求的类后，此方法将被 loadClass 方法调用。
* protected final Class<?> findLoadedClass(String name)：返回Class 对象，如果类没有被加载，则返回 null
* protected final Class<?> defineClass(String name,byte[] b,int off,int len)：将一个 byte 数组转换为 Class 类的实例。

自定义类加载器示例代码：

|  |
| --- |
| **package** com.atguigu.loader;  **import** java.io.ByteArrayOutputStream;  **import** java.io.File;  **import** java.io.FileInputStream;  **import** java.io.FileNotFoundException;  **import** java.io.IOException;  **import** java.io.InputStream;  **public** **class** FileClassLoader **extends** ClassLoader{  **private** String rootDir;//指定加载路径    **public** FileClassLoader(String rootDir){  **this**.rootDir = rootDir;  }    @Override  **protected** Class<?> findClass(String name) **throws** ClassNotFoundException {  //首先检查请求的类型是否已经被这个类装载器装载到命名空间中了，如果已经被装载，直接返回；  Class<?> c = findLoadedClass(name);    **if**(c ==**null**){  //委派类加载器请求给父类加载器，如果父类加载器能够完成，则返回父类加载器加载的Class实例；  ClassLoader parent = **this**.getParent();  **try** {  c = parent.loadClass(name);  //加异常处理，父类加载不到，然后自己加载  } **catch** (Exception e) {  }    //调用本类加载器的findClass()方法，试图获取对应的字节码，如果获取的到，则调用defineClass()导入类型到方法区；  //如果获取不到对应的字节码或其他原因失败，则异常，终止加载过程  **if**(c == **null**){  **byte**[] classData = getClassData(name);  **if**(classData == **null**){  **throw** **new** ClassNotFoundException();  }**else**{  c = defineClass(name, classData, 0, classData.length);  }  }  }  **return** c;  }    //把.class文件的内容读取到一个字节数组中  //为什么要读取的字节数组中，因为protected final Class<?> defineClass(String name,byte[] b,int off,int len)  **private** **byte**[] getClassData(String name) {  String path = rootDir + File.***separator*** + name.replace(".", File.***separator***)+".class";  InputStream is = **null**;  ByteArrayOutputStream baos = **null**;  **try** {  is = **new** FileInputStream(path);  baos =**new** ByteArrayOutputStream();  **byte**[] buffer = **new** **byte**[1024];  **int** len;  **while**((len = is.read(buffer))!=-1){  baos.write(buffer, 0, len);  }  **return** baos.toByteArray();  } **catch** (FileNotFoundException e) {  e.printStackTrace();  } **catch** (IOException e) {  e.printStackTrace();  }**finally**{  **try** {  **if**(is!=**null**){  is.close();  }  } **catch** (IOException e) {  e.printStackTrace();  }  }  **return** **null**;  }  } |
| **package** com.atguigu.loader;  **public** **class** TestFileClassLoader {  **public** **static** **void** main(String[] args) **throws** ClassNotFoundException {  FileClassLoader fsc = **new** FileClassLoader("D:/atguigu/code");  Class<?> uc = fsc.loadClass("com.atguigu.UserManager");  System.***out***.println(uc);    Class<?> sc = fsc.loadClass("java.lang.String");  System.***out***.println(sc);  System.***out***.println(sc.getClassLoader());//null,因为委托给父类加载器...一直到引导类加载器  }  } |

### 16.2.4 使用类加载器加载资源文件

ClassLoader类的基本职责就是根据一个指定的类的名称，找到或者生成其对应的字节代码，然后从这些字节代码中定义出一个Java类，即java.lang.Class类的一个实例。除此之外，ClassLoader还负责加载Java应用所需的资源，如图像文件和配置文件等。

加载类路径下（例如：src下）jdbc.properties资源文件的示例代码：

|  |
| --- |
| username=root  password=123456  url=jdbc:mysql://localhost:3306/test |
| **package** com.atguigu.loader;  **import** java.io.IOException;  **import** java.util.Properties;  **public** **class** TestLoaderProperties {  **public** **static** **void** main(String[] args) {  Properties pro = **new** Properties();  **try** {  pro.load(ClassLoader.*getSystemResourceAsStream*("jdbc.properties"));  System.***out***.println(pro);  } **catch** (IOException e) {  e.printStackTrace();  }  }  } |

如果发布在tomcat中web应用，使用如上代码是无法加载src类路径下的资源文件的，src下的资源文件会随着类被发布到web应用的WEB-INF\classes目录下，而tomcat使用自定义类加载器加载该路径下的内容。那么就需要通过该路径下的类先获取到该自定义加载器对象，然后再调用getSystemResourceAsStream(String name)去加载。例如：

|  |
| --- |
| Properties pro = **new** Properties();  **try** {  ClassLoader loader = DBUtils.**class**.getClassLoader();  InputStream is = loader.getResourceAsStream("druid.properties");  pro.load(is);  System.***out***.println(pro);  } **catch** (IOException e) {  e.printStackTrace();  } |

## 16.3 通过反射查看类信息

Java程序中，所有的对象都有两种类型：编译时类型和运行时类型，而很多时候对象的编译时类型和运行时类型不一致。

例如：我们某些变量或形参的类型是Object类型，但是程序确需要调用该对象运行时类型的方法，该方法不是Object中方法，那么如何解决呢？

为了解决这些问题，程序需要在运行时发现对象和类的真实信息，我们有两种方法：

第一种是在编译和运行时都完全知道类型的具体信息，在这种情况下，我们可以直接先使用instanceof运算符进行判断，再利用强制类型转换符将其转换成运行时类型的变量即可。

第二种是编译时根本无法预知该对象和类的真实信息，程序只能依靠运行时信息来发现该对象和类的真实信息，这就必须使用反射。

因为加载完类之后，在堆内存的方法区中就产生了一个Class类型的对象（一个类只有一个Class对象），这个对象就包含了完整的类的结构信息。我们可以通过这个对象看到类的结构。这个对象就像一面镜子，透过这个镜子看到类的结构，所以，我们形象的称之为：反射。

### 16.3.1 java.lang.Class

#### 1、哪些类型有Class对象

Class 类的实例表示正在运行的 Java 应用程序中的类和接口。事实上，所有类型都可以表示为Class的实例对象。

（1）class：外部类，内部类

（2）interface：接口

（3）[]：数组，所有具有相同元素类型和维数的数组共享同一个Class 对象

（4）enum：枚举

（5）annotation：注解@interface

（6）primitive type：8种基本数据类型

（7）void

#### 2、获得Class对象

Java程序中可以通过以下四种方式获得Class对象：

1. 类型名.class：适用于编译期间已知的任意类型；
2. 调用任意对象的getClass()方法，可以获取该对象的运行时类型的Class对象；
3. 使用Class类的forName(String name)静态方法，该方法需要传入一个字符串参数，该值是某个类的全限定名（全限定名即完整的包.类型名）；该方法适用于除了数组以外的任意引用数据类型；
4. 调用类加载对象的loadClass(String name)该方法需要传入一个字符串参数，该值是某个类的全限定名（全限定名即完整的包.类型名）；

方式（1）只适用于编译器间已知的类型，如果某个类型编译期间是已知的，优先考虑这种方式，代码更安全，效率更高；另外基本数据类型和也只能通过该方式获得Class对象；如果某个类型编译期间未知，我们只能通过某种方式获取该类型的全名称的字符串形式，那么就只能选择（3）和（4）了，但是该方法在运行期间仍然无法加载该类的话，会报ClassNotFoundException。对于基本数据类型和数组类型，无法通过第（3）和（4）方式获取。

示例代码：获取Class对象的四种方式

|  |
| --- |
| @Test  **public** **void** test() **throws** ClassNotFoundException{  Class<?> c1 = String.**class**;  Class<?> c2 = "hello".getClass();  Class<?> c3 = Class.*forName*("java.lang.String");  Class<?> c4 = ClassLoader.*getSystemClassLoader*().loadClass("java.lang.String");  System.***out***.println(c1 == c2);  System.***out***.println(c1 == c3);  System.***out***.println(c1 == c4);  } |
| @Test  **public** **void** test1(){  Class<?> c1 = **int**.**class**;//基本数据类型  Class<?> c2 = **void**.**class**;//void类型    Class<?> c3 = String.**class**;//类  Class<?> c4 = Object.**class**;//类  Class<?> c5 = Class.**class**;//类  Class<?> c6 = Comparable.**class**;//接口  //只要元素类型与维度一样，就是同一个Class  Class<?> c7 = **int**[].**class**;  **int**[] arr1 = **new** **int**[5];  **int**[] arr2 = **new** **int**[10];  System.***out***.println(arr1.getClass() == c7);  System.***out***.println(arr2.getClass() == c7);  Class c9 = String[].**class**;  Class c10 = **int**[][].**class**;  System.***out***.println(c7 == c9);  System.***out***.println(c7 == c10);    Class c11 = Override.**class**;//注解  Class c12 = ElementType.**class**;//枚举  } |

### 16.3.2 从Class中获取信息

Class类提供了大量实例方法来获取该Class对象所对应类的详细信息，Class类大致包含如下几种方法，下面每种方法都可能包含多个重载的版本。

例如：包、修饰符、类名、父类、父接口、注解，及成员（属性、构造器、方法）等

反射相关的API主要是java.lang.Class和java.lang.reflect包的内容。

#### 1、获取某个类的加载器

public ClassLoader getClassLoader()：返回该类的类加载器。有些实现可能使用 null 来表示引导类加载器。如果此对象表示一个基本类型或 void，则返回 null。

#### 2、获取包名和类型名

public Package getPackage()：获取此类的包。然后可以通过Package实例对象的getName()获取包名。

public String getName()：以 String 的形式返回此 Class 对象所表示的实体（类、接口、数组类、基本类型或 void）名称。

|  |
| --- |
| @Test  **public** **void** test1(){  //java.lang.String  System.***out***.println(String.**class**.getName());  //int  System.***out***.println(**int**.**class**.getName());  //[I  System.***out***.println(**int**[].**class**.getName());  //[[[I  System.***out***.println(**int**[][][].**class**.getName());  //[Ljava.lang.Object;  System.***out***.println(Object[].**class**.getName());  } |

如果此类对象表示的是非数组类型的引用类型，则返回该类的二进制名称，即包.类名。

如果此类对象表示一个基本类型或 void，则返回该基本类型或 void 所对应的 Java 语言关键字相同的字符串名称。

如果此类对象表示一个数组类，则名字的内部形式为：表示该数组嵌套深度的一个或多个 '[' 字符加元素类型名。元素类型名的编码如下：

|  |  |
| --- | --- |
| Element | Type Encoding |
| byte | B |
| short | S |
| int | I |
| long | L |
| float | F |
| double | D |
| boolean | Z |
| char | C |
| class or interface | Lclassname; |

#### 3、获取类型修饰符

public int getModifiers()：返回此类或接口以整数编码的 Java 语言修饰符。

修饰符由 Java 虚拟机的 public、protected、private、final、static、abstract 和 interface 对应的常量组成；它们应当使用 Modifier 类的方法来解码。

如果底层类是数组类，则其 public、private 和 protected 修饰符与其组件类型的修饰符相同。如果此 Class 表示一个基本类型或 void，则其 public 修饰符始终为 true，protected 和 private 修饰符始终为 false。如果此对象表示一个数组类、一个基本类型或 void，则其 final 修饰符始终为 true，其接口修饰符始终为 false。该规范没有给定其他修饰符的值。

|  |
| --- |
| @Test  **public** **void** test2(){  Class<?> clazz = String.**class**;  **int** mod = clazz.getModifiers();  System.***out***.println(Modifier.*toString*(mod));//public final  System.***out***.println(Modifier.*isPublic*(mod));//true  } |

#### 4、获取父类或父接口

public Class<? super T> getSuperclass()：返回表示此 Class 所表示的实体（类、接口、基本类型或 void）的超类的 Class。如果此 Class 表示 Object 类、一个接口、一个基本类型或 void，则返回 null。如果此对象表示一个数组类，则返回表示该 Object 类的 Class 对象。

public Class<?>[] getInterfaces()：确定此对象所表示的类或接口实现的接口。如果此对象表示一个类，则返回值是一个数组，它包含了表示该类所实现的所有接口的对象。数组中接口对象顺序与此对象所表示的类的声明的 implements 子句中接口名顺序一致。如果此对象表示一个接口，则该数组包含表示该接口扩展的所有接口的对象。数组中接口对象顺序与此对象所表示的接口的声明的 extends 子句中接口名顺序一致。 如果此对象表示一个不实现任何接口的类或接口，则此方法返回一个长度为 0 的数组。如果此对象表示一个基本类型或 void，则此方法返回一个长度为 0 的数组。

|  |
| --- |
| @Test  **public** **void** test3(){  System.***out***.println(Integer.**class**.getSuperclass());//Number  System.***out***.println(**int**.**class**.getSuperclass());//null  System.***out***.println(Runnable.**class**.getSuperclass());//null  System.***out***.println(**int**[].**class**.getSuperclass());//Object  System.***out***.println(String[].**class**.getSuperclass());//Object  } |
| @Test  **public** **void** test4(){  Class<?> clazz = String.**class**;  Class<?>[] interfaces = clazz.getInterfaces();  **for** (Class<?> inter : interfaces) {  System.***out***.println(inter);  }  } |

#### 5、获取内部类或外部类信息

public Class<?>[] getClasses()：返回所有公共内部类和内部接口。包括从超类继承的公共类和接口成员以及该类声明的公共类和接口成员。

public Class<?>[] getDeclaredClasses()：返回 Class 对象的一个数组，这些对象反映声明为此 Class 对象所表示的类的成员的所有类和接口。包括该类所声明的公共、保护、默认（包）访问及私有类和接口，但不包括继承的类和接口。

public Class<?> getDeclaringClass()：如果此 Class 对象所表示的类或接口是一个内部类或内部接口，则返回它的外部类或外部接口，否则返回null。

|  |
| --- |
| @Test  **public** **void** test5(){  Class<?> clazz = Map.**class**;  Class<?>[] inners = clazz.getDeclaredClasses();  **for** (Class<?> inner : inners) {  System.***out***.println(inner);  }    Class<?> ec = Map.Entry.**class**;  Class<?> outer = ec.getDeclaringClass();  System.***out***.println(outer);  } |

#### 6、获取属性

四个方法用于访问Class对应类所包含的属性（Field）：

public Field[] getFields()：返回一个包含某些 Field 对象的数组，这些对象反映此 Class 对象所表示的类或接口的所有可访问公共字段。返回数组中的元素没有排序，也没有任何特定的顺序。包括继承的公共字段。

public Field getField(String name)：返回一个 Field 对象，它反映此 Class 对象所表示的类或接口的指定公共成员字段。包括继承的公共字段。name 参数是一个 String，用于指定所需字段的简称。

public Field[] getDeclaredFields()：返回 Field 对象的一个数组，这些对象反映此 Class 对象所表示的类或接口所声明的所有字段。包括公共、保护、默认（包）访问和私有字段，但不包括继承的字段。返回数组中的元素没有排序，也没有任何特定的顺序。

public Field getDeclaredField(String name)：返回一个 Field 对象，该对象反映此 Class 对象所表示的类或接口的指定已声明字段。

|  |
| --- |
| @Test  **public** **void** test6(){  Class<?> clazz = String.**class**;  Field[] fields = clazz.getDeclaredFields();  **for** (Field field : fields) {  **int** mod = field.getModifiers();  Class<?> type = field.getType();  String name = field.getName();  System.***out***.print(Modifier.*toString*(mod)+"\t");  System.***out***.println(type.getName()+"\t" + name);  }  } |

#### 7、获取构造器

四个方法用于访问Class对应的类所包含的构造器（Constructor）：

public Constructor<T> getDeclaredConstructor(Class<?>... parameterTypes)：构造器名称无需指定，因为它和类名一致。parameterTypes 参数是 Class 对象的一个数组，它按声明顺序标识构造方法的形参类型。 如果此 Class 对象表示非静态上下文中声明的内部类，则形参类型作为第一个参数包括显示封闭的实例。

public Constructor<?>[] getDeclaredConstructors()：它们是公共、保护、默认（包）访问和私有构造方法。

public Constructor<T> getConstructor(Class<?>... parameterTypes)：指定公共构造方法

public Constructor<?>[] getConstructors()：所有公共构造方法

|  |
| --- |
| **public** **class** TestConstructor{  @Test  **public** **void** test7() **throws** Exception{  Class<?> clazz = Outer.**class**;  Constructor<?> constructor = clazz.getDeclaredConstructor();  System.***out***.println(constructor);//无参构造    Class<?> c = Outer.Inner.**class**;  //因为Inner是非静态的内部类，所以它的构造器，默认第一个形参是外部类的实例对象  Constructor<?> cs = c.getDeclaredConstructor(Outer.**class**);  System.***out***.println(cs);  }  }  **class** Outer{  **class** Inner{    }  } |
| @Test  **public** **void** test8(){  Class<?> clazz = String.**class**;  Constructor<?>[] constructors = clazz.getConstructors();  **for** (Constructor<?> constructor : constructors) {  **int** mod = constructor.getModifiers();  String name = constructor.getName();  Class<?>[] parameterTypes = constructor.getParameterTypes();  System.***out***.print(Modifier.*toString*(mod)+"\t" + name + "(");  System.***out***.println(Arrays.*toString*(parameterTypes)+")");  }  } |

#### 8、获取方法

四个方法用于访问Class对应的类所包含的方法（Method）：

public Method getDeclaredMethod(String name,Class<?>... parameterTypes)：name 参数是一个 String，它指定所需方法的简称，parameterTypes 参数是 Class 对象的一个数组或0~n个Class对象，它按声明顺序标识该方法的**形参类型**。如果是无参方法，那么parameterTypes 可以不传或者传null。因为可能存在重载的方法，所以在一个类中唯一确定一个方法，需要方法名和形参类型列表。

public Method[] getDeclaredMethods()：包括公共、保护、默认（包）访问和私有方法，但不包括继承的方法。

public Method getMethod(String name,Class<?>... parameterTypes)：指定的公共成员方法。包括继承的公共方法。

public Method[] getMethods()：所有公共成员方法。包括继承的公共方法。

|  |
| --- |
| @Test  **public** **void** test9(){  Class<?> clazz = String.**class**;  Method[] methods = clazz.getMethods();  **for** (Method method : methods) {  **int** mod = method.getModifiers();  Class<?> returnType = method.getReturnType();  String name = method.getName();  Class<?>[] parameterTypes = method.getParameterTypes();  System.***out***.print(Modifier.*toString*(mod)+"\t" + returnType + "\t" + name + "(");  System.***out***.println(Arrays.*toString*(parameterTypes)+")");  }  } |

#### 9、获取泛型父类

JDK1.5引入的泛型，为了通过反射操作这些泛型，新增了ParameterizedType，GenericArrayType，TypeVariable和WildcardType几种类型来代表不能被归一到Class中的类型但是又和原始类型齐名的类型。

![](data:image/png;base64,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)

而在Class类、Field类、Method类等API中增加了很多关于获取泛型信息的方法，例如在Class类中就有很多，其中有一个获取泛型父类的方法：

public Type getGenericSuperclass()：返回表示此 Class 所表示的实体（类、接口、基本类型或 void）的直接超类的 Type。

示例代码：

|  |
| --- |
| **package** com.atguigu.reflect;  **import** java.lang.reflect.ParameterizedType;  **import** java.lang.reflect.Type;  **import** java.lang.reflect.TypeVariable;  **public** **class** TestGenericSuperClass {  **public** **static** **void** main(String[] args) {  Class<?> c = Base.**class**;  TypeVariable<?>[] typeParameters = c.getTypeParameters();  **for** (TypeVariable<?> typeVariable : typeParameters) {  System.***out***.println(typeVariable + "，上限：" + typeVariable.getBounds()[0]);  }    Class<Sub> clazz = Sub.**class**;  Type gs = clazz.getGenericSuperclass();    ParameterizedType gt = (ParameterizedType)gs;  Type[] types = gt.getActualTypeArguments();  **for** (Type type : types) {  System.***out***.println(type);  }  }  }  **class** Base<T **extends** Number>{    }  **class** Sub **extends** Base<Integer>{    } |

#### 10、获取注解信息

可以通过反射API，获得相关的注解信息。

public Annotation[] getAnnotations() ：返回此元素上存在的所有注释。

public Annotation[] getDeclaredAnnotations()：获取某元素上存在的所有注释。该方法将忽略继承的注释。

public <T extends Annotation> T getAnnotation(Class<T> annotationClass)：如果存在该元素的指定类型的注释，则返回这些注释，否则返回 null。

示例代码：

|  |
| --- |
| **package** com.atguigu.reflect;  **import** java.lang.annotation.Retention;  **import** java.lang.annotation.RetentionPolicy;  **public** **class** TestAnnotation {  **public** **static** **void** main(String[] args) {  Class<?> clazz = MyClass.**class**;  MyAnnotation my = clazz.getAnnotation(MyAnnotation.**class**);  System.***out***.println(my.value());  }  }  @MyAnnotation  **class** MyClass{    }  @Retention(RetentionPolicy.***RUNTIME***)  **@interface** MyAnnotation{  String value() **default** "尚硅谷";  } |

提示：要想通过反射获取到某个注解的信息，该注解声明时必须加@Retention(RetentionPolicy.***RUNTIME***)元注解，表明滞留注解信息到运行时。

## 16.4 使用反射生成并操作对象

### 16.4.1 使用反射创建对象

通过反射来生成对象有如下两种方式：

方式一：使用Class对象的newInstance()方法来创建该Class对象对应类的实例，这种方式要求该Class对象的对应类有默认构造器，而执行newInstance()方法时实际上是利用默认构造器来创建该类的实例。

方式二：先使用Class对象获取指定的Constructor对象，再调用Constructor对象的newInstance(Object... args)方法来创建该Class对象对应类的实例。通过这种方式可以选择使用某个类的指定构造器来创建实例。

通过第一种方式来创建对象是比较常见的情形，因为在很多JavaEE框架中都需要根据配置文件信息来创建实例对象，从配置文件读取的只是某个类的字符串类名，程序就需要根据该字符串来创建对应的实例，就必须使用反射。

使用两种方式创建实例对象的示例代码：

|  |
| --- |
| **package** com.atguigu.reflect;  **import** java.lang.reflect.Constructor;  **import** org.junit.Test;  **public** **class** TestNewInstance {  @Test  **public** **void** test1() **throws** Exception{  Class<?> clazz = Class.*forName*("com.atguigu.reflect.Student");  Object obj = clazz.newInstance();  System.***out***.println(obj);  }    @Test  **public** **void** test2() **throws** Exception{  Class<?> clazz = Class.*forName*("com.atguigu.reflect.Student");  Constructor<?> constructor = clazz.getDeclaredConstructor(String.**class**);  Object obj = constructor.newInstance("佟刚");  System.***out***.println(obj);  }  }  **class** Student{  **private** String name;  **public** Student(String name) {  **super**();  **this**.name = name;  }  **public** Student() {  **super**();  }  @Override  **public** String toString() {  **return** "Student [name=" + name + "]";  }  } |

### 16.4.2 获取或设置某个对象的属性值

通过Class对象的getFields()等方法可以获取该类所包括的全部Field（属性）或指定Field。而Field类除了提供获取属性的修饰符、属性类型、属性名等方法外，还提供了如下两组方法来访问属性：

public xxx getXxx(Object obj)：获取obj对象该Field的属性值。此处的Xxx对应8种基本数据类型，如果该属性的类型是引用数据类型，则直接使用get(Object obj)方法。

public void setXxx(Object obj,Xxx value)：设置obj对象该Field的属性值为value。此处的Xxx对应8种基本数据类型，如果该属性的类型是引用数据类型，则直接使用set(Object obj, Object value)方法。

public void setAccessible(boolean flag)启动和禁用访问安全检查的开关。

* 值为true则指示反射的对象在使用时应该取消Java语言访问检查。
  + 提高反射的效率。如果代码中必须用反射，而该句代码需要频繁的被调用，那么请设置为true.
  + 使得原本无法访问的私有成员也可以访问
* 值为false则指示反射的对象应该实施Java语言访问检查。

获取或设置某个对象的属性值示例代码：

|  |
| --- |
| **package** com.atguigu.reflect;  **import** java.lang.reflect.Field;  **public** **class** TestField {  **public** **static** **void** main(String[] args)**throws** Exception {  Class<?> clazz = Class.*forName*("com.atguigu.reflect.Circle");  Object obj = clazz.newInstance();  Field field = clazz.getDeclaredField("radius");  field.setAccessible(**true**);  field.set(obj, 1.2);  Object value = field.get(obj);  System.***out***.println(value);  }  }  **class** Circle{  **private** **double** radius;  } |

### 16.4.3 调用方法

当获得某个类对应的Class对象后，就可以通过该Class对象的getMethods()等方法获取全部方法或指定方法。每个Method对象对应一个方法，获得Method对象后，程序就可以通过该Method对象的invoke方法来调用对应方法。

示例代码：

|  |
| --- |
| **package** com.atguigu.reflect;  **import** java.lang.reflect.Method;  **public** **class** TestMethod {  **public** **static** **void** main(String[] args) **throws** Exception {  Class<?> clazz = Class.*forName*("com.atguigu.reflect.Utils");  Object obj = clazz.newInstance();  Method method = clazz.getMethod("check", String.**class**,String.**class**);  Object value = method.invoke(obj, "tong","666");  System.***out***.println(value);  }  }  **class** Utils{  **public** **boolean** check(String user,String password){  **if**("admin".equals(user) && "123".equals(password)){  **return** **true**;  }**else**{  **return** **false**;  }  }  } |

### 16.4.5 操作数组

在java.lang.reflect包下还提供了一个Array类，Array对象可以代表所有的数组。程序可以通过使用Array类来动态的创建数组，操作数组元素等。

Array类提供了如下几个方法：

public static Object newInstance(Class<?> componentType, int... dimensions)：创建一个具有指定的组件类型和维度的新数组。

public static void setXxx(Object array,int index,xxx value)：将array数组中[index]元素的值修改为value。此处的Xxx对应8种基本数据类型，如果该属性的类型是引用数据类型，则直接使用set(Object array,int index, Object value)方法。

public static xxx getXxx(Object array,int index,xxx value)：将array数组中[index]元素的值返回。此处的Xxx对应8种基本数据类型，如果该属性的类型是引用数据类型，则直接使用get(Object array,int index)方法。

示例代码：

|  |
| --- |
| **package** com.atguigu.reflect;  **import** java.lang.reflect.Array;  **public** **class** TestArray {  **public** **static** **void** main(String[] args) {  Object arr = Array.*newInstance*(String.**class**, 5);  Array.*set*(arr, 0, "尚硅谷");  Array.*set*(arr, 1, "佟刚");  System.***out***.println(Array.*get*(arr, 0));  System.***out***.println(Array.*get*(arr, 1));  System.***out***.println(Array.*get*(arr, 2));  }  } |

## 16.5 动态代理

在Java的java.lang.reflect包下提供了一个Proxy类和一个InvocationHandler接口，通过使用这个类和接口可以生成JDK动态代理类或动态代理对象。

Proxy提供用于创建动态代理类和代理对象的静态方法，它也是所有动态代理类的父类。如果我们在程序中为一个或多个接口动态地生成实现类，就可以使用Proxy来创建动态代理类或它们的实例。

* public static Class<?> getProxyClass(ClassLoader loader, Class<?>... interfaces)：创建一个动态代理类所对应的Class对象
* public static Object newProxyInstance(ClassLoader loader, Class<?>[] interfaces, InvocationHandler h)：直接创建一个动态代理对象。第一个参数，被代理类的类加载器对象，第二个参数，被代理类实现的接口们，第三个参数，代理类代理工作处理器对象。

InvocationHandler接口，有一个invoke方法需要实现，该invoke方法中三个参数分别是proxy，代表动态代理对象，method，代表正在执行的方法，args，代表执行代理对象的方法时传入的实参。

案例需求：我需要在所有的Dog，Person，Bird等接口的实现类所有实现方法加上统计方法的执行时间，并要求不修改这些实现类的代码。

接口们：

|  |
| --- |
| **package** com.atguigu.proxy;  **public** **interface** Dog {  **void** bark();  **void** run();  } |
| **package** com.atguigu.proxy;  **public** **interface** Person {  **void** study();  **void** think();  } |
| **package** com.atguigu.proxy;  **public** **interface** Bird {  **void** jump();  **void** fly();  } |

实现类们：

|  |
| --- |
| **package** com.atguigu.proxy;  **public** **class** TibetanMastiff **implements** Dog{  @Override  **public** **void** bark() {  System.***out***.println("藏獒在叫");  }  @Override  **public** **void** run() {  System.***out***.println("藏獒在跑");  }  } |
| **package** com.atguigu.proxy;  **public** **class** Chinese **implements** Person{  @Override  **public** **void** study() {  System.***out***.println("中国人在学习");  }  @Override  **public** **void** think() {  System.***out***.println("中国人在思考");  }  } |
| **package** com.atguigu.proxy;  **public** **class** Magpie **implements** Bird{  @Override  **public** **void** jump() {  System.***out***.println("喜鹊在跳来跳去");  }  @Override  **public** **void** fly() {  System.***out***.println("喜鹊飞来了");  }  } |

代理类处理器，必须实现InvocationHandler接口。

|  |
| --- |
| **package** com.atguigu.proxy;  **import** java.lang.reflect.InvocationHandler;  **import** java.lang.reflect.Method;  **public** **class** TimeInvocationHandler **implements** InvocationHandler{  **private** Object target;    **public** TimeInvocationHandler(Object target) {  **super**();  **this**.target = target;  }  @Override  **public** Object invoke(Object proxy, Method method, Object[] args) **throws** Throwable {  System.***out***.println("开始计时...");  **long** start = System.*currentTimeMillis*();    Object returnValue = method.invoke(target, args);    **long** end = System.*currentTimeMillis*();  System.***out***.println("方法执行时间：" + (end-start));  **return** returnValue;  }  } |

动态创建代理对象

|  |
| --- |
| **package** com.atguigu.proxy;  **import** java.lang.reflect.Proxy;  **import** org.junit.Test;  **public** **class** TestProxy {    @Test  **public** **void** test1(){  TibetanMastiff target = **new** TibetanMastiff();  Class<?> clazz = TibetanMastiff.**class**;  TimeInvocationHandler handler = **new** TimeInvocationHandler(target);  Dog dog = (Dog) Proxy.*newProxyInstance*(clazz.getClassLoader(), clazz.getInterfaces(), handler);  dog.bark();  dog.run();  }    @Test  **public** **void** test2(){  Chinese target = **new** Chinese();  Class<?> clazz = Chinese.**class**;  TimeInvocationHandler handler = **new** TimeInvocationHandler(target);  Person person = (Person) Proxy.*newProxyInstance*(clazz.getClassLoader(), clazz.getInterfaces(), handler);  person.study();  person.think();  }    @Test  **public** **void** test3(){  Magpie target = **new** Magpie();  Class<?> clazz = Magpie.**class**;  TimeInvocationHandler handler = **new** TimeInvocationHandler(target);  Bird bird = (Bird) Proxy.*newProxyInstance*(clazz.getClassLoader(), clazz.getInterfaces(), handler);  bird.jump();  bird.fly();  }  } |

动态代理对象需要实现一个或多个接口的方法时，它是如何知道怎么实现这些方法的呢？实际上它实现的方法体，其实就是执行InvocationHandler对象的invoke()方法。

不难发现，使用动态代理可以非常灵活的实现解耦合，这种动态代理在Spring框架体系的AOP（Aspect Orient Program，即面向切面编程）里被称为AOP代理，AOP代理可替代目标对象，AOP代理包含了目标对象的全部方法。但AOP代理中的方法与目标对象的方法存在差异：AOP代理里的方法可以在执行目标方法之前、后插入一下通用处理。

## 16.6 本章小结

本章详细介绍了Java反射的相关知识，本章对于普通Java学习者来说，确实显得有点深入，并且会感觉不太实用。但随着学习的深入，知识的积累，当读者需要开发出更多基础的、适应性更广的的、灵活性更强的代码时，就会想到使用反射知识了。本章从类的加载、初始化开始介绍，深入介绍了Java类加载器的原理和机制。本章重点介绍了Class、Field、Constructor、Method等，包括动态创建Java实例和动态操作对象的属性和方法。本章还介绍了在Spring框架中核心使用的动态代理原理。